代码

1.首先构造坐标系使点有x,y两个属性，并重写equals方法使得后续易于判断结点是否是终点

1. public class Coord {
2. public int x;
3. public int y;
4. public Coord(int x, int y)
5. {
6. this.x = x;
7. this.y = y;
8. }
9. @Override
10. public boolean equals(Object obj)
11. {
12. if (obj == null) return false;
13. if (obj instanceof Coord)
14. {
15. Coord c = (Coord) obj;
16. return x == c.x && y == c.y;
17. }
18. return false;
19. }
20. }

2.赋予结点更多的属性，构建类似于链表的指针域的东西，方便最后回溯路径时用队列找上一个结点。

G表示起点到当前结点的cost，H表示当前结点到目的结点的估计代价

并重写compareTo函数，方便open队列（储存周围所以可以走的结点）的结点的cost比较

1. public class Node implements Comparable<Node>
2. {
3. public Coord coord; *// 坐标*
4. public Node parent; *// 父结点*
5. public double G; *// G：是个准确的值，是起点到当前结点的代价*
6. public double H; *// H：是个估值，当前结点到目的结点的估计代价*
7. public Node(int x, int y)
8. {
9. this.coord = new Coord(x, y);
10. }
11. public Node(Coord coord, Node parent, double g, double h)
12. {
13. this.coord = coord;
14. this.parent = parent;
15. G = g;
16. H = h;
17. }
18. @Override
19. public int compareTo(Node o)
20. {
21. if (o == null) return -1;
22. if (G + H > o.G + o.H)
23. return 1;
24. else if (G + H < o.G + o.H) return -1;
25. return 0;
26. }
27. }

3.生成整个地图的类，并得知相关数据

1. public class MapInfo {
2. public int[][] maps; *// 二维数组的地图*
3. public int width; *// 地图的宽*
4. public int hight; *// 地图的高*
5. public Node start; *// 起始结点*
6. public Node end; *// 最终结点*
8. public MapInfo(int[][] maps, int width, int hight, Node start, Node end)
9. {
10. this.maps = maps;
11. this.width = width;
12. this.hight = hight;
13. this.start = start;
14. this.end = end;
15. }
16. }

4.Astar算法实现

在地图上未走过的结点为0，障碍物为1，走过的路径为2

并用ArrayList（）存储走过的路径，PriorityQueue（）存储所有可以走的点

1. public class AStar {
2. public final static int BAR = 1; *// 障碍值*
3. public final static int PATH = 2; *// 路径*
4. public final static double DIRECT\_VALUE = 1; *// 横竖移动代价*
5. public final static double OBLIQUE\_VALUE = 1.4; *// 斜移动代价*
7. Queue<Node> openList = new PriorityQueue<Node>(); *// 优先队列(升序)*
8. List<Node> closeList = new ArrayList<Node>();

知道地图的相关数据，并在openList添加起始点，并通过moveNodeshan使当前点选择下一个节点

1. */\*\**
2. \* 开始算法
3. \*/
4. public void start(MapInfo mapInfo)
5. {
6. if(mapInfo==null) return;
7. *// clean*
8. openList.clear();
9. closeList.clear();
10. *// 开始搜索*
11. openList.add(mapInfo.start);*//在openList添加起点*
12. moveNodes(mapInfo);
13. }
14. */\*\**
15. \* 移动当前结点
16. \*/
17. private void moveNodes(MapInfo mapInfo)
18. {
19. while (!openList.isEmpty())
20. {
21. Node current = openList.poll();*//* 删除第一个元素,并返回这个元素
22. closeList.add(current);
23. addNeighborNodeInOpen(mapInfo,current);
24. if (isCoordInClose(mapInfo.end.coord))*//*判断是否找到终点
25. {
26. drawPath(mapInfo.maps, mapInfo.end);
27. break;
28. }
29. }
30. }

绘制路径的函数：通过closelist和parent找到上一个结点，将其中的值都改为2

1. */\*\**
2. \* 在二维数组中绘制路径
3. \*/
4. private void drawPath(int[][] maps, Node end)
5. {
6. if(end==null||maps==null) return;
7. System.out.println("总代价：" + end.G);
8. while (end != null)
9. {
10. Coord c = end.coord;
11. maps[c.y][c.x] = PATH;*//地图对应的位置改为2*
12. end = end.parent;*//?*
13. }
14. }

通过两次重写函数把附近的点都加进openlist，第一次使用较为上层的方式写现结点的周围8个点， 第二个则为底层的算出结点的G和H，将G增加的值加入openlist（含是重点的特殊情况）（G越大，表明离起点越远，离终点靠近）

1. */\*\**
2. \* 添加所有邻结点到open表
3. \*/
4. private void addNeighborNodeInOpen(MapInfo mapInfo,Node current)
5. {
6. int x = current.coord.x;
7. int y = current.coord.y;
8. *// 左*
9. addNeighborNodeInOpen(mapInfo,current, x - 1, y, DIRECT\_VALUE);
10. *// 上*
11. addNeighborNodeInOpen(mapInfo,current, x, y - 1, DIRECT\_VALUE);
12. *// 右*
13. addNeighborNodeInOpen(mapInfo,current, x + 1, y, DIRECT\_VALUE);
14. *// 下*
15. addNeighborNodeInOpen(mapInfo,current, x, y + 1, DIRECT\_VALUE);
16. *// 左上*
17. addNeighborNodeInOpen(mapInfo,current, x - 1, y - 1, OBLIQUE\_VALUE );
18. *// 右上*
19. addNeighborNodeInOpen(mapInfo,current, x + 1, y - 1, OBLIQUE\_VALUE );
20. *// 右下*
21. addNeighborNodeInOpen(mapInfo,current, x + 1, y + 1, OBLIQUE\_VALUE );
22. *// 左下*
23. addNeighborNodeInOpen(mapInfo,current, x - 1, y + 1, OBLIQUE\_VALUE );
24. }
25. */\*\**
26. \* 添加一个邻结点到open表
27. \*/
28. private void addNeighborNodeInOpen(MapInfo mapInfo,Node current, int x, int y, double value)
29. {
30. if (canAddNodeToOpen(mapInfo,x, y))*//判断点是否可以走*
31. {
32. Node end=mapInfo.end;
33. Node start=mapInfo.start;
34. Coord coord = new Coord(x, y);
35. double G = calcH(start.coord,coord); *// 计算邻结点的G值（起点到当前点*
36. Node child = findNodeInOpen(coord);*//cood是否在open列表里*
37. if (child == null)
38. {
39. double H=calcH(end.coord,coord); *// 计算H值（当前点到重点*
40. if(isEndNode(end.coord,coord))
41. {
42. child=end;
43. child.parent=current;
44. child.G=calcH(start.coord,end.coord);
45. child.H=0;
46. }
47. else
48. {
49. child = new Node(coord, current, G, H);
50. }
51. openList.add(child);
52. }
53. else if (child.G > G)
54. {
55. child.G = G;
56. child.parent = current;
57. openList.add(child);
58. }
59. }
60. }

以下是上述函数进行比较还需的底层函数

1. */\*\**
2. \* 从Open列表中查找结点
3. \*/
4. private Node findNodeInOpen(Coord coord)
5. {
6. if (coord == null || openList.isEmpty()) return null;
7. for (Node node : openList)
8. {
9. if (node.coord.equals(coord))
10. {
11. return node;
12. }
13. }
14. return null;
15. }
16. */\*\**
17. \* 计算H的估值：“欧几里得”法，坐标分别取差值相加
18. \*/
19. private double calcH(Coord end,Coord coord)
20. {
21. return (Math.sqrt(Math.pow((end.x - coord.x),2) + Math.pow((end.y - coord.y),2) ))\* DIRECT\_VALUE;
22. }
24. */\*\**
25. \* 判断结点是否是最终结点
26. \*/
27. private boolean isEndNode(Coord end,Coord coord)
28. {
29. return coord != null && end.equals(coord);
30. }
31. */\*\**
32. \* 判断结点能否放入Open列表
33. \*/
34. private boolean canAddNodeToOpen(MapInfo mapInfo,int x, int y)
35. {
36. *// 是否在地图中*
37. if (x < 0 || x >= mapInfo.width || y < 0 || y >= mapInfo.hight) return false;
38. *// 判断是否是不可通过的结点*
39. if (mapInfo.maps[y][x] == BAR) return false;
40. *// 判断结点是否存在close表*
41. if (isCoordInClose(x, y)) return false;
42. return true;
43. }
44. */\*\**
45. \* 判断坐标是否在close表中
46. \*/
47. private boolean isCoordInClose(Coord coord)
48. {
49. return coord!=null&&isCoordInClose(coord.x, coord.y);
50. }
51. */\*\**
52. \* 判断坐标是否在close表中
53. \*/
54. private boolean isCoordInClose(int x, int y)
55. {
56. if (closeList.isEmpty()) return false;
57. for (Node node : closeList)
58. {
59. if (node.coord.x == x && node.coord.y == y)
60. {
61. return true;
62. }
63. }
64. return false;
65. }
66. }

结果实现

1. public class Test extends AStar {
2. public static void main(String[] args)
3. {
4. int[][] maps = {
5. { 0, 0, 0, 0, 0, 0, 0, 0 },
6. { 0, 0, 0, 0, 0, 0, 0, 0 },
7. { 0, 0, 0, 1, 0, 0, 0, 0 },
8. { 0, 0, 0, 0, 0, 0, 0, 0 },
9. { 0, 0, 0, 0, 0, 0, 0, 0 },
10. { 0, 0, 0, 0, 1, 1, 1, 1 },
11. { 0, 0, 0, 0, 0, 0, 0, 0 },
12. { 0, 0, 0, 0, 0, 0, 0, 0 }
13. };
14. MapInfo info=new MapInfo(maps,maps[0].length, maps.length,new Node(7, 0), new Node(0, 4));
15. new AStar().start(info);
16. //new Dijkstra().start(info);
17. //new Bfs().start(info);
18. printMap(maps);
19. }
21. /\*\*
22. \* 打印地图
23. \*/
24. public static void printMap(int[][] maps)
25. {
26. for (int i = 0; i < maps.length; i++)
27. {
28. for (int j = 0; j < maps[i].length; j++)
29. {
30. System.out.print(maps[i][j] + " ");
31. }
32. System.out.println();
33. }
34. }
35. }
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中度可信度描述已自动生成](data:image/png;base64,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)

Dijkstra算法

相比于Astar算法，Dijkstra算法无启发式即其G和H的计算方式不同，修改相关代码即可

1. private void addNeighborNodeInOpen(MapInfo mapInfo,Node current, int x, int y, double value)
2. {
3. if (canAddNodeToOpen(mapInfo,x, y))
4. {
5. Node end=mapInfo.end;
6. Coord coord = new Coord(x, y);
7. double G = current.G + value; *// 计算邻结点的G值*
8. Node child = findNodeInOpen(coord);

G = 已经走过的cost， H = 下一步花费的cost

1. */\*\**
2. \* 计算H的估值：“曼哈顿”法，坐标分别取差值相加
3. \*/
4. private double calcH(Coord end,Coord coord)
5. {
6. return (Math.abs(end.x - coord.x) + Math.abs(end.y - coord.y)) \* DIRECT\_VALUE;
7. }

H的值计算方式也不太相同

结果：
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Bfs算法

Bfs的openlist与前两者不同其没有cost的比较，而秉承着先进先出的队列思想

1. List<Node> openList = new ArrayList<Node>(); *// 优先队列(升序)*
2. List<Node> closeList = new ArrayList<Node>();

所以用不着PriorityQueue（）进行排序

1. Node current = openList.remove(0);*//删除第一个元素*

Poll()方法也用不了改为remove（）

结果：
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解释

1.因为三个算法计算距离的方式不同，所以Astar的总代价为欧几里得距离，而Dijkstra和Bfs算法用的是曼哈顿距离

2.用以上算法实现和网页上的路径不太一样，但总距离是一样的，个人感觉是队列排序时无法完全模拟网页结果所致

空间复杂度和时间复杂度

因为算法中的循环和储存空间都与整个地图的边长由着直接关系，所以把其边长设为n

则空间复杂度为O（n^2）（主要引导的是openlist），时间复杂度为也为O（n^2）